**Reading Input from File**

It is very easy to read inputs from a file using C++.

**Program to read input from a file, then save the output in another file.**

#include <iostream>

#include <bits/stdc++.h>

using namespace std;

ifstream f("data.in");

ofstream g("data.out");

int main()

{

int a, b, sum;

f>>a>>b;

sum = a+b;

g<<sum;

return 0;

}

**Input File-** data.in
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**Output File-** data.out
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**What is STL?**

**STL** (**S**imple **T**emplate **L**ibrary) is a set of templates used to make the code **Simple** and **Easy to Write**.

**How simple?**

**Example of sorting an array:**

|  |  |
| --- | --- |
| **without STL** | **With STL** |
| void MergeSort(int st, int dr){  if(st < dr){  int m = st + rand () % (dr - st + 1);  MergeSort(st, m);  MergeSort(m + 1, dr);  int i = st, j = m + 1, k = 0;  while(i <= m && j <= dr){  if(v[i] < v[j])  tmp[++k] = v[i++];  else  tmp[++k] = v[j++];  }  while(i <= m){  tmp[++k] = v[i++];  }  while(j <= dr){  tmp[++k] = v[j++];  }  for(i = st, j = 1, i <= dr; i++, j++){  v[i] = tmp[j];  }  }  }  sort(a+n, a+n+1); |  |

**Example of swapping 2 values-**

|  |  |
| --- | --- |
| **without STL** | **With STL** |
| aux = a;  a = b;  b = aux;  swap(a, b); |  |

**Example of finding maximum and minimum of 2 values:**

|  |  |
| --- | --- |
| **without STL** | **With STL** |
| if(a > b){  maximum = a;  minimum = b;  }  else  maximum = b;  minimum = a;  }  maximum = max(a, b);  minimum = min(a, b); |  |

**How to use STL?**

By just including the library **#include <bits/stdc++.h>**.

**Example-**

|  |  |
| --- | --- |
| **Program** | **Output** |
| #include <bits/stdc++.h>  using namespace std;  int main(){  int a = 5, b = 8;  cout<<"Maximum = "<<max(a, b);  cout<<"\nMinimum = "<<min(a, b);  swap(a, b);  cout<<"\na = "<<a<<"\tb = "<<b<<'\n';  int number = 2;  double cubicRoot;  cubicRoot = pow((double) (number), 1.0/3);  cout<<cubicRoot<<'\n';  cout<<fixed<<setprecision(10)<<cubicRoot<<'\n';  cout<<fixed<<setprecision(3)<<cubicRoot<<'\n';  return 0;  }  Maximum = 8  Minimum = 5  a = 8 b = 5  1.25992  1.2599210499  1.260 |  |

**Global and Local Variables**

**Global variables:**

1. Defined on top of the program.
2. Initialized with 0.
3. Are accessible anywhere in the program.

**Local variables:**

1. Defined inside functions.
2. Initialized randomly.
3. Accessible just in the function.

|  |  |
| --- | --- |
| **Program** | **Output** |
| #include <iostream>  using namespace std;  int Aglobal[3];  int main(){  int Alocal[3];  cout<<"Aglobal is: "<<Aglobal[0]<<" "<<Aglobal[1]<<" "<<Aglobal[2]<<"\n";  cout<<"Alocal is: "<<Alocal[0]<<" "<<Alocal[1]<<" "<<Alocal[2]<<"\n";  return 0;  }  Aglobal is: 0 0 0  Alocal is: 0 16 0 |  |

|  |  |
| --- | --- |
| **Program** | **Output** |
| #include <iostream>  using namespace std;  int Aglobal[3];  void Printing(){  cout<<a;  }  int main(){  int Alocal[3];  int a;  a = 5;  Printing();  return 0;  }  Error: ‘a’ was not declared in this scope. |  |

|  |  |
| --- | --- |
| **Program** | **Output** |
| #include<iostream>  using namespace std;  int a;  void Printing(){  cout<<a<<'\n';  int a = 5;  cout<<a<<'\n';  }  int main(){  a = 100;  Printing();  int a = 60;  cout<<a;  return 0;  }  100  50 |  |

|  |  |
| --- | --- |
| **Programs** | **output** |
| #include<iostream>  using namespace std;  int a;  int X;  void Printing (int X){  cout<<X;  }  int main(){  a = 100;  Printing(a);  cout<<X;  return 0;  }  1000 |  |

|  |  |
| --- | --- |
| **Program** | **Output** |
| #include<bits/stdc++.h>  using namespace std;  int A[3][5], i;  void printingRow(int row){  for(i=0; i<5; i++){  cout<<A[row][i]<<" ";  }  cout<<'\n';  }  int main(){  for(i=0; i<3; i++){  printingRow(i);  }  return 0;  }  0 0 0 0 0 |  |

|  |  |
| --- | --- |
| **Program** | **Output** |
| #include<bits/stdc++.h>  using namespace std;  int A[3][5], i;  void printingRow(int row){  for(i=0; i<5; i++){  cout<<A[row][i]<<" ";  }  cout<<'\n';  }  int main(){  for(i=0; i<3; i++){  int B = 3;  printingRow(i);  }  cout<<B;  return 0;  }  error: ‘B’ was not declared in this scope |  |

**A Block of code** is the code between two braces + (header)

**Example-**

|  |  |  |
| --- | --- | --- |
| for(){    }  void printing(int a){  }  int main(){    } |  |  |

|  |  |
| --- | --- |
| **Program** | **Output** |
| #include<iostream>  using namespace std;  int Aglobal[3][3];  void addMatrix(int X){  for(int i=0; i<3; ++i){  for(int j=0; j<3; j++){  Aglobal[i][j] += X;  }  }  }  int sumMatrix(){  int sumElements = 0;  for(int i=0; i<3; i++){  for(int j=0; j<3; j++){  sumElements += Aglobal[i][j];  }  }  return sumElements;  }  int main(){  addMatrix(1);  addMatrix(10);  addMatrix(100);  int sumElements = sumMatrix();  cout<<sumElements;  return 0;  }  999 |  |

**How to analyse time complexity?**

**Running time depends upon:**

1. Single vs multiple processor.
2. Read/Write speed of memory.
3. 32-bit vs 64-bit.
4. Input.

**Model Machine**

![](data:image/png;base64,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)

1 unit of time for arithmetical and logical operations

1 unit of time for assignment and return

**Example-**

|  |  |
| --- | --- |
| **Program** | **Unit Time** |
| Sum(a, b){  return a+b;  }  2 |  |

|  |  |  |
| --- | --- | --- |
| **Code** | **Cost** | **Number of Times** |
| SumOfArray(A[], n){  Total = 0;  for(i=1; i<=n; i++){  Total = Total + A[i];  }  return Total;  }  Time Complexity = 1\*1 + 2\*n + 2\*n + 1\*1  Time Complexity = 4\*n + 2  1  2  2  1  1  n  n  1 |  |  |
|  |  |  |

|  |  |  |
| --- | --- | --- |
| **Code**  SumOfArray(A[], n){  Total = 0;  for(i=1; i<=n; i++){  for (j=1; j<n; j++){  Total = Total + A[i][j];  }  }  return Total;  }  Time Complexity = 1 + 2\*n + 2\*n2 + 2\*n2 + 1  Time Complexity = 4\*n2 + 2\*n + 2  1  2  2  2  1  1  n  n\*n  n\*n  1 | **Cost** | **Number of Times** |
|  |  |  |

**We analyse complexity for:**

1. Worst case scenario.
2. Very large input size.

T(n) = n3 + 5n2 + 9n + 7 ≈ n3

T(n)= 5n2 + 3n + 7 ≈ n2

T(n)= 17n2 + 2n + 9 ≈ n2

T(n)= 2n + 998 ≈ n

N → ∞

**Big O Notation**

**Rules for Big O Notation**-

1. Drop lower order terms.  
   2. Drop any constant multiplier.

T(n) = 5n + 7 ≈ O(n)

T(n) = n4 + 3n3 + n2 + 9998 ≈ O(n4)

**Rule:** Running time = sum of all code fragments.

|  |  |  |
| --- | --- | --- |
| for(int i=7; i<=n; ++i){  //simple statement  }  for(int i; i<=n; ++i){  for(j=1; j<=n; ++j){  //simple statement  }  }  for(int i; i<=n; ++i){  for(j=1; j<=n; ++j){  //simple statement  }  }  **Simple Statements**  **O(1)** | **Single Loop**  **O(n)** | **Nested Loop**  **O(n2)** |

function(){

int a;

a = 5;

a = a + 6;

++a;

for(int i=7; i<=n; ++i){

//simple statement

}

for(int i; i<=n; ++i){

for(j=1; j<=n; ++j){

//simple statement

}

}

}

O(1)

O(n)

O(n2)

T(n) = O(n2) + O(n) + O(1)

T(n) = O(n2)

**Appearance Array**

|  |  |
| --- | --- |
| **Program** | **Result** |
| #include<bits/stdc++.h>  using namespace std;  ifstream f("data.in");  ofstream g("data.out");  int main(){  int i, n, element, elementCount;  f>>n;  int arr[n];  for(i=0; i<=n-1; i++){  f>>arr[i];  }  f>>element;  elementCount = count(arr, arr+n, element);  if(elementCount > 0){  g<<"Element is present "<<elementCount<<" times.";  }else{  g<<"Element not present.";  }  return 0;  }  10  1 7 9 2 7 3 10 7 9 4  7  Element is present 3 times. | **data.in**  **data.out** |

**STACK**

A stack is a list with the restriction that insertion and deletion can be performed only from one end, called the top of the stack.

A stack is also called a **LIFO Data Structure**(Last In, First Out), which means the last element that enters the stack will be the first element to be removed from the stack.

There are 4 operations that can be performed on a stack-  
1. **push(x)** - It pushes an element (x) at the top of the stack.

1. **pop() -** It removes an element at the top of the stack.
2. **isEmpty() -** Returns a boolean value whether the stack is empty or not.
3. **top() -** Returns the element at the top of the stack.

**Example-**

|  |  |
| --- | --- |
| **Program** | **Output** |
| #include<bits/stdc++.h>  using namespace std;  int Stack[100], ind;  void push(int x){  ++ind;  Stack[ind] = x;  }  bool isEmpty(){  if(ind >= 1)  return false;  else  return true;  }  void pop(){  Stack[ind] = 0;  --ind;  }  int top(){  return Stack[ind];  }  int main(){  ind = 0;  push(1);  push(2);  if(!isEmpty())  cout<<top();  pop();  pop();  return 0;  }  2 |  |

**QUEUE**

A queue is a list with the restriction that insertion can be performed from one end (called back) and deletion can be performed from the other end (called front).

A queue is also called a **FIFO Data Structure**(First In, First Out), which means the first element that enters the queue will be the first element to be removed from the queue.

There are 4 operations that can be performed on a queue-  
1. **push(x)** - It pushes an element (x) at the back of the queue.

1. **pop() -** It removes an element at the front of the queue.
2. **isEmpty() -** Returns a boolean value whether the queue is empty or not.
3. **front() -** Returns the element at the front of the queue.

|  |  |
| --- | --- |
| **Program** | **Output** |
| #include<bits/stdc++.h>  using namespace std;  int backInd = -1;  int frontInd = 0;  int Queue[100];  void push(int x){  ++backInd;  Queue[backInd] = x;  }  void pop(){  Queue[frontInd] = 0;  ++frontInd;  }  bool isEmpty(){  if(backInd < frontInd)  return true;  else  return false;  }  int Front(){  return Queue[frontInd];  }  int main(){  push(1);  push(2);  if(!isEmpty())  cout<<Front();  pop();  pop();  return 0;  }  1 |  |

**Complexity?**

Let n = 100.000

Complexity of Linear search → O(n) → 100,000

Complexity of Binary search → O(log n) → 18

thus 0.02% of the time

**Question-**

1. It’s given an array of N elements on which we make M queries:

add(Left, Right, X) – all the elements between the position Left and Right (1 <= Left <= Right <= n) are raising their values with X.

After all the the operations are completed, print the array.

|  |  |
| --- | --- |
| **Program**  #include<bits/stdc++.h>  using namespace std;  int arr[8];  void add(int left, int right, int num){  int i;  for(i=left; i<=right; i++){  arr[i] += num;  }  }  int main(){  int i, n;  int left, right, num;  add(3, 6, 5);  add(1, 4, 10);  add(5, 8 ,10);  for(i=0; i<=7; i++){  cout<<arr[i]<<" ";  }  cout<<'\n';  return 0;  }  0 10 10 15 15 15 15 10 | **Output** |
|  |  |

**Complexity?**

O(1) – per complexity

O(n) – final processing and printing.  
Thus, complexity = O(n)

Complexity of Linear search → O(n) → 100,000

Complexity of Binary search → O(log n) → 18

thus 0.02% of the time

**Binary Search- Finding first or last occurrence of a number**
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|  |  |
| --- | --- |
| **Program** | **Output** |
| #include<bits/stdc++.h>  using namespace std;  void readArray(int \*arr, int n){  for(int i=0; i<=n-1; i++){  cin>>arr[i];  }  }  int binarySearch(int \*arr, int n, int element){  int left = 0, mid, right = n-1;  int i;  mid = (left + right) / 2;  if(element == arr[mid]) return mid;  else if(element < arr[mid])  right = mid-1;  else  left = mid+1;  for(i=left; i<=right; i++){  if(element == arr[i])  return i;  }  return -1;  }  int main(){  int n;  int element;  int index;  cin>> n;  int arr[n];  readArray(arr, n);  cin>>element;  index = binarySearch(arr, n, element);  if(index > -1)  cout<<"Found "<<index;  else  cout<<"Not Found";  cout<<'\n';    return 0;  }  7  1 3 20 20 20 45 78  20  Found 3 |  |